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A: Duplex Printng
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1 #include <bits/stdc++.h>
2 using namespace std;

3 int main() {

4 int N;

5 cin >> N;

6 int ans = (N + 1) / 2;
7 cout << ans << endl;

8 return O;

9 }




B: Bingo
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#include <bits/stdc++.h>
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2 using namespace std;

3 int N, A[3][3], b[10];

4 bool appear[3][3];

5 int main() {

6 for(int i = 0; i < 3; i++) {

7 for(int j = 0; j < 3; j++) cin >> A[i][j];

8 }

9 cin >> N;

10 for(int i = 0; i < N; i++) cin >> b[i];

11 for(int i = 0; i < N; i++) {

12 for(int j = 0; j < N; j++) {

13 appear [i] [j]1 = false;

14 for(int k = 0; k < N; k++) {

15 if (A[4i] [J] == b[k]) appear[i] [J] = true;

16 }

17 }

18 }

19 string ANS = "No";

20 for(int i = 0; i < 3; i++) {

21 if (appear[i] [0] and appear[i] [1] and appear[i] [2]) ANS = "Yes";
22 }

23 for(int i = 0; i < 3; i++) {

24 if (appear [0] [i] and appear[1] [i] and appear[2] [i]) ANS = "Yes";
25 }

26 if (appear[0] [0] and appear[1][1] and appear[2][2]) ANS = "Yes";
27 if (appear[0] [2] and appear[1] [1] and appear[2] [0]) ANS = "Yes";
28 cout << ANS << endl;

29 return O;
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C: Guess the Number
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E: Simple String Queries
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F: Yakiniku Optimization Problem
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A: Duplex Printng

The answer is floor (%) (where floor () denotes the maximum integer that is not less than
x)o
BZIE, C++ TEN %2 int BlOZEHE T2, ZHiE (N+1)/2 L LTRDDZEWHKET,
For example in C++, when N is a variable of type int, this can be calculated by (N + 1) /2.
The following is a sample code in C++.

1 #include <bits/stdc++.h>
2 using namespace std;

3 int main() {

4 int N;

5 cin >> N;

6 int ans = (N + 1) / 2;
7 cout << ans << endl;
8
9

return O;




B: Bingo

Follow the problem statement’s instruction and manage if each square is marked or not, and
check if there is a row that forms a bingo.
When managing the bingo card, two-dimensional array is useful.

The following is a sample code in C++.

#include <bits/stdc++.h>

Ju—

2 using namespace std;

3 int N, A[3][3], b[10];

4 bool appear[3][3];

5 int main() {

6 for(int i = 0; i < 3; i++) {

7 for(int j = 0; j < 3; j++) cin >> A[i][j];

8 }

9 cin >> N;

10 for(int i = 0; i < N; i++) cin >> b[i];

11 for(int i = 0; i < N; i++) {

12 for(int j = 0; j < N; j++) {

13 appear [i] [j]1 = false;

14 for(int k = 0; k < N; k++) {

15 if (A[4i] [J] == b[k]) appear[i] [J] = true;

16 }

17 }

18 }

19 string ANS = "No";

20 for(int i = 0; i < 3; i++) {

21 if (appear[i] [0] and appear[i] [1] and appear[i] [2]) ANS = "Yes";
22 }

23 for(int i = 0; i < 3; i++) {

24 if (appear [0] [i] and appear[1] [i] and appear[2] [i]) ANS = "Yes";
25 }

26 if (appear[0] [0] and appear[1][1] and appear[2][2]) ANS = "Yes";
27 if (appear[0] [2] and appear[1] [1] and appear[2] [0]) ANS = "Yes";
28 cout << ANS << endl;

29 return O;
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C: Guess the Number
Solution 1

Check for all the integers more than or equal to 0, and less than 10. When checking the
conditions, temporal conversion from integer to string will make the implementation easier. The

total time complexity is O (1ONM).

Solution 2

For each of M conditions, narrow down the candidates while checking for contradictions, and
at last output the minimum of them.
Note that the 1-st digit should not be 0 only if N > 2.
The total time complexity is O (N + M).
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D: Friend Suggestions

Consider a graph, whose vertices correspond the users and whose edges correspond to the

friendship. Then the answer for user ¢ is

(The size of the connected component of vertex )
—(The number of j, such that vertex ¢ and vertex j belong to the same connected component,
and user ¢ and user j is in a friendship or in a blockship)

—1.

(The last 1 is the user him/herself.)

By finding the connected component to which each vertex belongs, and finding the size of each
connected component, the value mentioned above for each user can be calculated fast.

This can be achieved by using data structures like Union Find, or performing a DFS on the

graph. The time complexity is, O (N + M + K) in case of DFS for example.
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E: Simple String Queries

Consider managing the set of positions such that each alphabets (a, b, ..., z) appears in the
string.
For example, by using a set (self-balancing binary search tree), a query of type 1 can be processed
in a O (log N) time using erase function and insert function, and a query of type 2 can be
processed in a O (log N) time by find the position of the first appearance after [,-th letter, and
then comparing it with 7, using lower_bound function. Therefore, the overall queries can be
processed in a total of O ((Alphabet Size) @ log N) time.
Otherwise, the query can be processed fast by managing the number of appearances of each
alphabet in each segment, or the set of alphabets that appear in each segment, using Segment

Tree or square-root splitting.
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F: Yakiniku Optimization Problem
Solution 1

By considering a decision problem of ”does there exist a place to put the heat source such
that K or more pieces of meat is ready at time 77”, then this problem has monotonicity, so the
answer can be found in a binary search.

A mathematical formalization of this decision problem is as follows:

“You are given N disks. The center of i-th disk is (x;,y;) and its radius is g Determine whether
there exists a point such that is included in K or more disks.”

This problem can be reworded as follows.

“You are given N disks. The center of i-th disk is (x;,y;) and its radius is CZ Determine if
there exists a set of K disks out of those N disks, such that the union set of those K disks is
non-empty.”

Here, if a union of K disks X is non-empty, then it corresponds to a disk, or a union of some
disjoint multiple disks.

In the former case, the center coordinate of the disk is included in X, and in the latter case,
there exist two disks such that the intersection of their boundary circles is included in X.
Hence, by checking if a point is included in K or more disks for all the N centers and all the
intersections of pairs of circles, the aforementioned decision problem can be solved in a total of
O (N 3) time.

Therefore, denoting by eps the maximum permissible error, the original problem can be solved
in a total of O (C““"‘(‘zm:;lﬂy‘m"l)NS) time.

Solution 2

If K =1, then obviously the answer is 0. Hereinafter assume that K > 2. Under K > 2, the

answer is obviously more than 0.

Hereinafter we define a ”distance “ between point P (X, Y") and meat i by ¢; \/(X —z)? + (Y — )
The set of points such that the distances from meat ¢ and from meat j are equal is a line if
¢i = ¢4, and a circle if ¢; # ¢;.

Under K > 2, the optimal position of heat source is a point such that the distances from distinct
two pieces of meat are the equal and its value is minimum, or a point such that the distances
from distinct three pieces of meat are the equal.

We will show this by contradiction. Suppose that a point P such that does not satisfy the

aforementioned conditions is the optimal heat source position. Let T be the answer in such
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case. We will call a piece of meet that becomes ready at time 7. By assumption, there exist at
most two pieces of meat is tight.

If 0 pieces of meat are tight, by placing a heat source at P, K or more pieces of meat is ready
even before time 7.

If 1 piece of meat is tight, at the point a little nearer to the meat than point P, K or more
pieces of meat is ready at the time a little before time 7.

If 2 pieces of meat are tight, denoting those meat by i and j, a set of points, such that is
included in a disk whose center is meat ¢ and whose radius is c%, is included in a disk whose

L "and the distances from meat i and from meat j is equal,

Cj

center is meat j and whose radius is
is not a singleton, but a segment or a curve of finite length, by assumption. By placing a heat
source at the interior point of this curve, K or more pieces of meat is ready at the time a little
before time T

Therefore, the candidates of optimal heat source positions are narrowed down into such points
that satisfy the aforementioned conditions.

Hence, by iterating all the points mentioned above, finding the time needed for each meet to be
ready when the heat source is placed at each point, and by finding the time needed until the
K-th meat is ready, the solution can be found.

The time complexity is O (N 4log N ) if a sort is performed when finding the time needed until
the K-th meat is ready, and is O (N 4) if a selection algorithm is used.
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